###### Experiment Number: 01

**TITLE: Encryption Method Algorithms**

**PROBLEM STATEMENT:** Write a program in python/ Java/ Scala/ C++/ HTML5 to implement password data encryption. Use encryption method overloading (any two methods studied)

**OBJECTIVES:**

1. To develop a good understanding of the working of various block and stream cipher encryption algorithms
2. To understand detailed working and implementation of Playfair cipher and Caeser cipher algorithms in python. Compare it to the working of DES and AES

**THEORY:**

**Algorithm of Caeser cipher:**

1. Read each character in the plaintext
2. Substitute each character in the plaintext with a character three places down the line
3. Repeat the process for each character in the plaintext

**Algorithm of Playfair cipher:**

1. Creation and population of key matrix
   1. Create a 5x5 matrix, enter the keyword in the matrix row-wise left-to-right and then from top-to-bottom
   2. Drop duplicate letters
   3. Fill in the rest of the matrix with the rest of the English alphabets which were not part of the keyword. While doing so combine I and J in part of the same cell
2. Encrypt
   1. Break the plaintext message into pairs
   2. If both the alphabets of the plaintext message are the same or only one alphabet is left, replace the second one with X
   3. If both the alphabets in the pair appear in the same row of the key matrix, replace them with the alphabets to their immediate right in the matrix
   4. If both the alphabets in the pair appear in the same column of the key matrix, replace them with the alphabets immediately below them in the matrix
   5. If the alphabets are not in the same row or column, replace them with the alphabets in the same row respectively but at the other pair of corner of the rectangle defined by the original pair

**MATHEMATICAL MODEL:**

**Caeser Cipher:**

1. **Input:**

I={Plaintext byte,key}

1. **Output**:

**O={**Ciphertext byte}

1. **Process**:

* Plaintext: ABCDEFGHIJKLMNOPQRSTUVWXYZ
* Ciphertext: DEFGHIJKLMNOPQRSTUVWXYZABC

1. **Mathematically**

Encryption of a letter ![x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAJBAMAAAAWSsseAAAAKlBMVEX///+2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAAB0V3M+AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAD1JREFUCB1jYDi9kmsHAwP7Brb02AIGLgYWAx4gj4FXgQEEdMEkgwmI4mHwZCgFCh10ZljAwHByd+XuAgYAN6kKyuPaHRMAAAAASUVORK5CYII=)by a shift *n* can be described mathematically as

![https://upload.wikimedia.org/math/b/b/b/bbb819c72cda43180d98e6ade5cadb04.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOIAAAAVBAMAAACpqS9FAAAAMFBMVEX///90dHQEBAQwMDCenp5QUFAWFhbm5ubMzMyKioq2trZAQEAMDAwiIiJiYmIAAADHPVvyAAAAAXRSTlMAQObYZgAAA0JJREFUSA3FVDtoVEEUPdmX/WQ3+3aXgIKCxMYPsVhBxE/hgpaiDwtFlJgmKyjq00rxtxYiaCCbwsLGLKIWKmZttAhKxB8qyFZ+qjxBK0lcUIgRId47n519b4yW3mLm3nPOzJk3nwf853ArcgGLrHVoxiJga9s0qVtthU6nfo2PTzZldUWBjq9Z3WtG16a3tYZDZpkobjz0gGR/v2TSs0BqQuSpooTQSlRtA5qgsXqQgdqynZynA7wFbvrZkmDcGerqInVqoqNmjU5Ub5gI8QdtSCEcM8BYHi9xrCS47AB1gUgTouVmcyuTiWG4boTYqDZECseYh1yxY0ITOY/8KqJarDHkWplMDMN12DGqDQ0Vjok6co1uuY/EjpWSRSX6QP25L24PkCgpyGIYUI5XiyM9flh7c+XI1PHCeuB8YRfdlUcF4UhDhoPcboY4vm6cDEQCHCBRPvtu1IeTJyhT5jjEpGG4Uo75vprjQWoZ5uirOOsx5qf3Y8jHUCX5XMLY4Q9vwFZZvEW8JjMsB1wkvBQQp5nawzCMSsfOC7PIki6kfQK6iWdr3Xk4dQwC9+Us6Z8YbiAWiKqPXMiDo0nfiFyJMrfOtQnDMNaQRGcTsWpE+wZuL00xVkFHb5LendpVOqWzHsQlRWqWXOJyCn4n2M5N1NEwuF8uLyuX2TTewLAf0ZLjBDmOkuNM5/eWI50s3dBsL8/dwZNt4QxYwY1YVSagrO0cDcMS9Y2JQIiFlmEO5Ujf6DbNN7pV1OjCZsVAp5d0jTPrlnjAK/qD4CBO0G2o8nAThmFMOeZqeOxGtMoxRudYxDN9jiOA5w6oc4wVgdNB9Q0f4mra04uD9DzRXeOZTRiGMeVI+//jaESrHDtf4I6Pa35qFevTh6c/B3iKBUg+RubI6/G1c36ymZ4A6J1fKpws+DQLC9vCMAwqRwL7g7D29i9v77frmw7j9vQD2rB7H/fRu0Jsbm6uisweD8mlPJ6jq8F3/JQsqL3cymRiGK6Vo9JEtQr+R5cJEnfpqpS07L1OVG8YBoohNqoNkfMWTiX+iR6jXny6HlG2mAhOpaW1JX9BtinOsTSasQjYWlszP9JVkdxCS6IZi4CttTVtyG87f83IGDnIfwAAAABJRU5ErkJggg==)

Decryption id performed as

![D_n(x) = (x - n) \mod {26}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOQAAAAVBAMAAACkt18CAAAAMFBMVEX///8WFhZQUFDm5uZiYmIEBATMzMyKioq2traenp4wMDBAQEAMDAwiIiJ0dHQAAADldJVIAAAAAXRSTlMAQObYZgAAAzJJREFUSA3FlE9oE0EUxr90d9Nk0zS19iB4cMWKBwX34J+DYhfpRUSpCPVQkaAoosUEEby1qSgoFdqDJxGak9UimqInixK14D+QiKB4i+hBKsZAxWot1Dc7OzvZmdKrD7rvve/77bydnU2B/x5mlj/CV+1JhKMZ0NkGJn65oRHl94Wphx9Fcz4obFcoIgtH9DLrrPSQOuA3Fx45gNHZyZ3EHHDc43W8yDPCIuh1QRhYziJoLQMTHt4CQ2561L/NnAWS9MfCLviJLrdFEWTpKMYSbITwR6aAkSqeYysfmS4T8pNjsZC+HlaqoxjUqmyE8EdaDjLF1rIwrBJVfbz7JkRkwkp1FINalY0Q/shYCZlKCxvkRy5PaZ7XHyid2WvOADH+CrhMV+mEEnCuODDjRtmhQwP7ttXGgaO1dfTBPKj5I+menJfZwCQWP+im+F9eryKqmn436MKukjK5gkWFedJhXRDVvoLt0BdQFQLlvqw9jhE3sRL9LvqzxpPAW+/mbuEGb+5QaqavlsVBwETMiQNNDutlSEdqyWNzSDsK+wr0PXYVWqqwS2inx+Z84jdyFVie37FjtOvcoGQgM0qNWeKKuEoH8RMsXHKSdVh5hZ2G2UNLjGTR2mPQToIXSwfV5SDdxtaLsw1S54f/WxljpTpSOjg1wcIjqKmCHI2OsDSyTCMHaeRs8k84kk43QyN72NqtbDH2cln0sov/XCmPqoazlA5Dgoh5PuyzQgtG0i7NutylmUeBPtt0hWF2mcb2YsvNLw7wgnaN1dhOcp6ZMqQjNWQKeGMqbDDSqsIu4qk4ywHAMduCs7SKMCZd5KdRB+4CYyfb4QEthYalqZROg05H8GuXwgYjk89w1cUlN36Y8YmO7t0eXuITjDdIrXk9NUE7MuqJMkD/Ck7XdtRcWoaRDSGdqNjpRdnhBWfT/JV7HRjuvk+v7PH+zfTzgrW4uJhHaqMD40h4f3OF/Sx2hv3ZsOKFdBSDWpXViSWVlBe7CKRGhfleFEGWjmJQq7I6saRiZ5v20OutBGaipFCho+jUaqyOLKdcC0xbg4SjGdBZnVlGac5y87PGCEczoLM606D8A6IpyXkpnZXKAAAAAElFTkSuQmCC)

1. Let U={I,O,F,S,T}

I= {I1,I2}

I1= {Plaintext Alphabet, Plaintext Number}

I2={Number of Shifts}

O={Ciphertext alphabet, ciphertext number}

S= Case of success where the plaintext is successfully encrypted

F= Case of failure where the plaintext given is invalid

T= { encryption(plain\_text,key), decryption(cipher\_text,key) }

State diagram:

x: plaintext character

n: number of shifts

x, n ![https://upload.wikimedia.org/math/b/b/b/bbb819c72cda43180d98e6ade5cadb04.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOIAAAAVBAMAAACpqS9FAAAAMFBMVEX///90dHQEBAQwMDCenp5QUFAWFhbm5ubMzMyKioq2trZAQEAMDAwiIiJiYmIAAADHPVvyAAAAAXRSTlMAQObYZgAAA0JJREFUSA3FVDtoVEEUPdmX/WQ3+3aXgIKCxMYPsVhBxE/hgpaiDwtFlJgmKyjq00rxtxYiaCCbwsLGLKIWKmZttAhKxB8qyFZ+qjxBK0lcUIgRId47n519b4yW3mLm3nPOzJk3nwf853ArcgGLrHVoxiJga9s0qVtthU6nfo2PTzZldUWBjq9Z3WtG16a3tYZDZpkobjz0gGR/v2TSs0BqQuSpooTQSlRtA5qgsXqQgdqynZynA7wFbvrZkmDcGerqInVqoqNmjU5Ub5gI8QdtSCEcM8BYHi9xrCS47AB1gUgTouVmcyuTiWG4boTYqDZECseYh1yxY0ITOY/8KqJarDHkWplMDMN12DGqDQ0Vjok6co1uuY/EjpWSRSX6QP25L24PkCgpyGIYUI5XiyM9flh7c+XI1PHCeuB8YRfdlUcF4UhDhoPcboY4vm6cDEQCHCBRPvtu1IeTJyhT5jjEpGG4Uo75vprjQWoZ5uirOOsx5qf3Y8jHUCX5XMLY4Q9vwFZZvEW8JjMsB1wkvBQQp5nawzCMSsfOC7PIki6kfQK6iWdr3Xk4dQwC9+Us6Z8YbiAWiKqPXMiDo0nfiFyJMrfOtQnDMNaQRGcTsWpE+wZuL00xVkFHb5LendpVOqWzHsQlRWqWXOJyCn4n2M5N1NEwuF8uLyuX2TTewLAf0ZLjBDmOkuNM5/eWI50s3dBsL8/dwZNt4QxYwY1YVSagrO0cDcMS9Y2JQIiFlmEO5Ujf6DbNN7pV1OjCZsVAp5d0jTPrlnjAK/qD4CBO0G2o8nAThmFMOeZqeOxGtMoxRudYxDN9jiOA5w6oc4wVgdNB9Q0f4mra04uD9DzRXeOZTRiGMeVI+//jaESrHDtf4I6Pa35qFevTh6c/B3iKBUg+RubI6/G1c36ymZ4A6J1fKpws+DQLC9vCMAwqRwL7g7D29i9v77frmw7j9vQD2rB7H/fRu0Jsbm6uisweD8mlPJ6jq8F3/JQsqL3cymRiGK6Vo9JEtQr+R5cJEnfpqpS07L1OVG8YBoohNqoNkfMWTiX+iR6jXny6HlG2mAhOpaW1JX9BtinOsTSasQjYWlszP9JVkdxCS6IZi4CttTVtyG87f83IGDnIfwAAAABJRU5ErkJggg==) ciphertext

**Playfair Cipher:**

1. **Input:**

**I={**Plaintext byte, keyword}

1. **Output:**

O={Ciphertext byte}

1. **Process:**
   1. 5x5 matrix using the keyword is constructed
   2. Divide plaintext in pairs
   3. Same row but different columns

Plaintext=>(aij,aik) Ciphertext=>(ai(j+1),ai(k+1))

* 1. Different row but same column

Plaintext=>(aij,ajk) Ciphertext=>(a(i+1)j,a(j+1)k)

* 1. Different rows and different columns

Plaintext=>(aij,amn) Ciphertext=>(ain,amj)

1. Let U={I,O,F,S,T}

I= {I1,I2}

I1= {Plaintext}

I2={Key}

O={Ciphertext}

S= Case of success where the plaintext is successfully encrypted

F= Case of failure where the plaintext given is invalid

T= { encryption(plain\_text,key), decryption(cipher\_text,key) }

State diagram:

Same row

P, K 5x5 matrix, P in pairs

Same column

Different row,

different column

Ciphertext

**IMPLEMENTATION DETAILS / DESIGN LOGIC:**

*(Algorithm/Flow Charts/Pseudo Code/DFD/UML diagrams)*

**Algorithm:-**

Caeser Cipher: Playfair cipher

Accept plaintext byte and key n

Accept plaintext and key

Replace plaintext with nth letter down

Construct a 5x5 matrix with the key

Break the plaintext in pairs

Check position of plaintext pairs

Different row and column, replace with the alphabets in the same row respectively but at the other pair of corner of the rectangle defined by the original pair

Same row, replace with immediate right letter

Same column, replace with letter immediately below

**Input :-** Plaintext byte, key”

Plain\_text = “HELLO”

Key = “CIPHER”

**Expected Output :-** Ciphertext byte

Cipher text = ECSPGS

**Execute the program with the following commands.**

python3 caeser\_cipher.py

python3 playfair.py

**TEST CASES:**

|  |  |
| --- | --- |
| **Test case Input** | **Test case Output** |
| Accept a plaintext(alphabets) along with key | Cipher text generated successfully |
| Accept a plaintext(special characters) along with key | Cipher text should not be generate, error generated |

**CONCLUSION:**

We have successfully implemented caeser cipher and playfair cipher substitution methods.

**COURSE OUTCOMES ACHIEVED:**

|  |  |
| --- | --- |
| **COURSE OUTCOME** | **ACHEIVED** |
| To solve problems using mathematical modeling | **√** |
| To use software design methods and testing |  |
| To solve problems for multicore or distributed, concurrent/parallel environments | **√** |

**FAQ’s**

1. What is the difference between block cipher and stream cipher?
   1. Stream cipher technique involves the encryption of one plaintext byte at a time.
   2. Block cipher technique involves the encryption of one block at a time which is a sequence of plaintext bytes at a time
2. What is the disadvantage in caeser cipher?
   1. Caeser cipher is a substitution technique which directly replaces the plaintext letter with ‘n’ letters down the alphabet range. It is very easy to decrypt if the difference between a plaintext letter and the ciphertext letter is known. Hence it is not used practically